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Задание: **Создание и управление сетью объектов:** Разработайте систему для моделирования и управления сетью объектов (например, компьютеров в сети, устройств IoT). Реализуйте классы Network, Node, и Connection, и методы для добавления, удаления, мониторинга состояния и взаимодействия между узлами сети.

Листинг кода:

fun main() {  
 val network = Network()  
 val scanner = java.util.Scanner(System.`in`)  
  
 while (true) {  
 println("\n--- Меню управления сетью ---")  
 println("1. Добавить узел")  
 println("2. Удалить узел")  
 println("3. Создать соединение")  
 println("4. Отключить узел")  
 println("5. Мониторинг узлов")  
 println("6. Выход")  
 print("Выберите опцию: ")  
  
 val choice = scanner.nextInt()  
 scanner.nextLine()  
  
 when (choice) {  
 1 -> {  
 print("Введите имя узла для добавления: ")  
 val nodeName = scanner.nextLine()  
 val newNode = SimpleNode(nodeName)  
 network.addNode(newNode)  
 }  
 2 -> {  
 println("Выберите узел для удаления:")  
 network.listNodes()  
 print("Введите номер узла для удаления: ")  
 val nodeIndex = scanner.nextInt() - 1  
 scanner.nextLine()  
 val nodeToRemove = network.getNodeByIndex(nodeIndex)  
 if (nodeToRemove != null) {  
 network.removeNode(nodeToRemove)  
 } else {  
 println("Узел с номером ${nodeIndex + 1} не найден.")  
 }  
 }  
 3 -> {  
 println("Выберите первый узел:")  
 network.listNodes()  
 print("Введите номер первого узла: ")  
 val firstNodeIndex = scanner.nextInt() - 1  
 scanner.nextLine()  
  
 println("Выберите второй узел:")  
 network.listNodes()  
 print("Введите номер второго узла: ")  
 val secondNodeIndex = scanner.nextInt() - 1  
 scanner.nextLine()  
  
 val nodeA = network.getNodeByIndex(firstNodeIndex)  
 val nodeB = network.getNodeByIndex(secondNodeIndex)  
 if (nodeA != null && nodeB != null) {  
 network.createConnection(nodeA, nodeB)  
 } else {  
 println("Один или оба узла не найдены.")  
 }  
 }  
 4 -> {  
 println("Выберите узел для отключения:")  
 network.listNodes()  
 print("Введите номер узла для отключения: ")  
 val nodeIndex = scanner.nextInt() - 1  
 scanner.nextLine()  
 val nodeToDisconnect = network.getNodeByIndex(nodeIndex)  
 if (nodeToDisconnect != null) {  
 nodeToDisconnect.disconnect()  
 } else {  
 println("Узел с номером ${nodeIndex + 1} не найден.")  
 }  
 }  
 5 -> {  
 println("Мониторинг узлов в сети:")  
 network.monitorNodes()  
 }  
 6 -> {  
 println("Выход из программы.")  
 break  
 }  
 else -> {  
 println("Неверный выбор. Пожалуйста, попробуйте снова.")  
 }  
 }  
 }  
}

class Network {  
 private val nodes: MutableList<Node> = mutableListOf()  
 private val connections: MutableList<AbstractConnection> = mutableListOf()  
  
 fun addNode(node: Node) {  
 nodes.add(node)  
 println("Узел ${node.name} добавлен в сеть.")  
 }  
  
 fun removeNode(node: Node) {  
 if (nodes.remove(node)) {  
 println("Узел ${node.name} удалён из сети.")  
 connections.removeIf { it.nodeA == node || it.nodeB == node }  
 } else {  
 println("Узел ${node.name} не найден в сети.")  
 }  
 }  
  
 fun createConnection(nodeA: Node, nodeB: Node) {  
 if (nodes.contains(nodeA) && nodes.contains(nodeB)) {  
 val connection = Connection(nodeA, nodeB)  
 connections.add(connection)  
 connection.connectNodes()  
 } else {  
 println("Один или оба узла не найдены в сети.")  
 }  
 }  
  
 fun monitorNodes() {  
 if (nodes.isEmpty()) {  
 println("В сети нет узлов.")  
 } else {  
 for (node in nodes) {  
 println(node.displayStatus())  
 }  
 }  
 }  
  
 fun listNodes() {  
 if (nodes.isEmpty()) {  
 println("В сети нет узлов.")  
 } else {  
 nodes.forEachIndexed { index, node ->  
 println("${index + 1}. ${node.name}")  
 }  
 }  
 }  
  
 // Метод для поиска узла по индексу  
 fun getNodeByIndex(index: Int): Node? {  
 return if (index in 0 until nodes.size) {  
 nodes[index]  
 } else {  
 null  
 }  
 }  
}

interface Node {  
 val name: String  
 var status: String  
  
 fun connect()  
 fun disconnect()  
 fun displayStatus(): String  
}

class SimpleNode(override val name: String) : Node {  
 override var status: String = "offline"  
  
 override fun connect() {  
 status = "online"  
 println("$name теперь в сети.")  
 }  
  
 override fun disconnect() {  
 status = "offline"  
 println("$name отключен.")  
 }  
  
 override fun displayStatus(): String {  
 return "$name статус: $status"  
 }  
}

class Connection(nodeA: Node, nodeB: Node) : AbstractConnection(nodeA, nodeB) {  
 override fun connectNodes() {  
 println("Соединяем ${nodeA.name} и ${nodeB.name}.")  
 nodeA.connect()  
 nodeB.connect()  
 }  
  
 override fun disconnectNodes() {  
 println("Отключаем ${nodeA.name} и ${nodeB.name}.")  
 nodeA.disconnect()  
 nodeB.disconnect()  
 }  
}

abstract class AbstractConnection(val nodeA: Node, val nodeB: Node) {  
 abstract fun connectNodes()  
 abstract fun disconnectNodes()  
}

Контрольные вопросы:

**Что такое структура, класс, интерфейс**

**Структура** – **data class** (классы данных), которые часто используются для представления структур. Это типы, предназначенные для хранения данных с минимальными функциями.

**Класс** в Kotlin — это шаблон для создания объектов, который может содержать свойства (переменные) и методы (функции). Классы могут быть использованы для создания объектов и описания их поведения.

Классы могут иметь конструкторы, свойства и методы.

Они поддерживают наследование (с использованием open), полиморфизм, инкапсуляцию и другие принципы ООП.

**Интерфейс** в Kotlin — это абстрактный тип, который может содержать **методы без реализации** (или с реализацией, начиная с Kotlin 1.2) и **свойства**. Интерфейсы используются для описания поведения, которое могут реализовать различные классы.

**Отличие интерфейса от абстрактного класса**

**1. Методы:**

**Абстрактный** класс может содержать как абстрактные методы (без реализации), так и методы с реализацией.

**Интерфейс** может содержать только абстрактные методы, если не указано иное (начиная с Kotlin 1.2, интерфейсы могут содержать методы с реализацией по умолчанию).

**2. Наследование:**

**Абстрактный** класс может быть наследован только от одного класса (единственный класс может быть базовым).

**Интерфейс** может быть реализован множеством классов, а также класс может реализовывать несколько интерфейсов, что позволяет реализовывать множественное наследование через интерфейсы.

**3. Конструкторы:**

**Абстрактный** класс может иметь конструкторы (как первичный, так и вторичный).

**Интерфейс** не может иметь конструкторов. Однако класс, реализующий интерфейс, может иметь свои конструкторы.

**4. Состояние:**

Абстрактный класс может содержать состояние (переменные).

Интерфейс не может хранить состояние, то есть он не может иметь полей, только свойства (с реализацией или без).

**5. Использование:**

**Абстрактный** класс обычно используется для представления общей функциональности для группы связанных классов.

**Интерфейс** используется для задания поведения, которое может быть реализовано разными, не связанными классами.

**Компаньон-объект что это и отличие от статик в java**

**Компаньон-объект** — это специальный объект внутри класса, который ведет себя как статический метод или поле в Java. Компаньон-объекты позволяют обращаться к методам и свойствам класса без создания экземпляра.

**Создание единственного экземпляра с помощью компаньон-объекта:**

Компаньон-объект часто используется для реализации паттерна Синглтон. В этом случае в классе создается компаньон-объект, который инициализирует единственный экземпляр класса. Это гарантирует, что объект будет создан только один раз и доступен во всей программе.

Когда нужно создать только один экземпляр класса (например, для доступа к базе данных или конфигурации приложения), можно использовать компаньон-объект для контроля этого процесса.

**Принципы ооп**

**Инкапсуляция**

Инкапсуляция заключается в скрытии внутреннего состояния объекта и предоставлении доступа к этому состоянию только через методы. Это позволяет защищать данные от непреднамеренных изменений и поддерживать контроль над поведением объекта.

В Kotlin инкапсуляция реализуется с помощью модификаторов доступа (private, protected, internal, public), а также геттеров и сеттеров.

**Наследование**

Наследование позволяет создавать новый класс на основе уже существующего, повторно используя его функциональность и расширяя или изменяя её.

В Kotlin для наследования классов нужно использовать ключевое слово open для базового класса, чтобы он мог быть унаследован. Класс-потомок использует : для указания базового класса и может переопределять методы с помощью ключевого слова override.

**Полиморфизм**

Полиморфизм позволяет объектам одного типа быть использованными как объекты другого типа, если они относятся к одному и тому же классу или интерфейсу. Это позволяет создавать более гибкие и универсальные программы.

Полиморфизм в Kotlin реализуется через переопределение методов и использование абстрактных классов и интерфейсов.

**Абстракция**

Абстракция позволяет скрыть сложность системы и работать только с необходимыми деталями. В Kotlin абстракция реализуется через абстрактные классы и интерфейсы, которые могут содержать абстрактные методы (без реализации) и методы с реализацией.

Абстрактные классы не могут быть инстанцированы напрямую, но могут содержать частично реализованные методы. Интерфейсы только задают контракт для реализации в классах.

**Теневые поля и свойства**

**Теневые свойства** возникают, когда подкласс переопределяет свойство родительского класса или интерфейса, скрывая его.

Пример: свойство sound в классе Dog скрывает свойство sound из класса Animal.

**Теневые поля** скрывают поля родительского класса. Когда свойство переопределяется, поле родителя становится недоступным, и используется новое поле подкласса.

Пример: name в классе Dog скрывает поле name в классе Animal.

**Использование field** позволяет получить доступ к скрытому полю в методах getter и setter, даже если оно переопределено в подклассе.

**Отличие объекта от экземпляра**

В Kotlin ключевое слово object создаёт **синглтон** — это уникальный объект, существующий в единственном экземпляре. Объект, созданный через object, можно использовать для хранения состояния или методов, которые нужны на уровне класса, а не на уровне его отдельных экземпляров.

**Объект** (синглтон) создаётся один раз и используется для хранения общего состояния или функциональности.

**Экземпляр** — это объект, созданный на основе класса с помощью ключевого слова class и оператора new. Каждый раз при создании экземпляра класса создаётся новый объект, который имеет своё собственное состояние и поведение (если оно задано).

**Экземпляр** — это отдельный объект на основе класса, с уникальным состоянием, и таких экземпляров может быть несколько.

**Конструкторы первичные, вторичные**

**Первичный** - Это конструктор, объявляемый в заголовке класса и инициализирующий его свойства.

class Car(val brand: String, val model: String, var year: Int)

**Вторичный** конструктор используется для создания альтернативных способов инициализации объекта. Он объявляется с помощью ключевого слова constructor.

Вторичный конструктор полезен, когда нужно задать значения по умолчанию или поддерживать различные способы создания объекта.

**Можно ли несколько конструкторов создать?**

Да, с помощью вторичных

**Как переопределить toString()**

В Kotlin метод toString() можно переопределить в классе для предоставления настраиваемого строкового представления объекта. По умолчанию, метод toString() возвращает строку, содержащую имя класса и хеш-код объекта, но его можно переопределить для более информативного вывода.

Переопределение метода toString:

Для переопределения метода toString(), нужно использовать ключевое слово override и предоставить свою реализацию, которая будет возвращать строку, отражающую состояние объекта.

class Person(val name: String, val age: Int) {

// Переопределение метода toString

override fun toString(): String {

return "Person(name='$name', age=$age)"

}

}

fun main() {

val person = Person("John", 30)

println(person) // Выводит: Person(name='John', age=30)

}

**Множественное наследование**

В Kotlin множественное наследование возможно только через интерфейсы, так как классы могут наследовать только один базовый класс (Kotlin поддерживает одиночное наследование).

Класс может реализовывать несколько интерфейсов, что позволяет комбинировать их поведение. Каждый интерфейс может содержать абстрактные методы и методы с реализацией.